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Abstract—We examine the role of face-to-face meetings in the context of technology-supported self-organizing distributed (or virtual teams), specifically Free/Libre Open Source Software (FLOSS) development teams. Based on a qualitative inductive analysis of data from interviews and observations at FLOSS conferences, we identify a variety of settings in which developers meet face-to-face, and we point out the activities performed in these settings and the benefits obtained. Contrary to conventional wisdom about distributed teams, FLOSS developers generally do not meet face-to-face until the project is well under way. An additional benefit of face-to-face meetings is time away from a regular job and speed of interaction for certain kinds of tasks.
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In this paper, we explore the role of face-to-face meetings as a form of professional communication in the life of technology-supported self-organizing distributed (or virtual) teams. Virtual teams play an increasingly important role in many organizations, posing a practical problem for managers who must plan or oversee their work, as well as for team members who must learn to contribute effectively in this context. Practitioner research suggests the need for face-to-face meetings when a team is formed (e.g., [1]–[7]), but few academic studies have focused on the role of face-to-face meetings during a distributed team’s life. Our study is intended as a first step towards addressing these gaps in the research literature by documenting the role that face-to-face meetings play in constituting virtual teams. To address this gap, we draw on prior research about mixed-mode virtual teams (e.g., [8], [9]) and on the literature about meetings as constituting mechanisms of professional communications (e.g., [10]).

THEORY: HYBRID-MODE VIRTUAL TEAMS

Virtual teams are increasingly common in many organizations and researchers have begun to grapple with their concerns, the first of which is to understand and define what virtual teams are. Lipnack and Stamps define a VIRTUAL TEAM as “a group of people who interact through interdependent tasks guided by common purpose” and work “across space, time, and organizational boundaries with links strengthened by webs of communication technologies” [11, p. 7]. However, in the research community, there is a growing realization that virtual is not “all or nothing” [12]–[15]. Rather, teams fall along a continuum—from traditional teams meeting only face-to-face to fully-distributed teams—with many exhibiting a mixed mode of interaction.

In this paper, we examine cases in which a distributed team, or subsets of a team, meet in different modes at different times but are primarily distributed with occasional face-to-face meetings. Such teams are interesting to study because the use of multiple modes has become more common as the geographic span of peoples’ networks has increased, making exclusive or even frequent face-to-face meetings difficult [16]. Furthermore, there is evidence that the mix of modes is beneficial. For example, Ocker et al. found that mixed mode teams outperformed both face-to-face and distributed teams based on the creativity and quality of solutions developed by four experimental groups [8]. Indeed, Qureshi and Zigurs go as far as to say that “collaborative technologies in virtual environments enable better face-to-face meetings” [9, p. 86]. However, much of this evidence is based on laboratory experiments, and authors such as Boden and Molotch argue for the primacy of face-to-face interaction in real-world interactions because of the “thickness” of this mode [17]. They note for example that face-to-face is used for the most important forms of interaction, such as conveying important or bad news. Kock argues that this preference stems from the fact that human beings have evolved over millennia to be
good at face-to-face communications [18]. These contradictory findings point to the need for further research.

**Prior Research on Meetings**

Schwartzman defines an encounter characterized by face-to-face multi-party interaction for some organizational purpose as a meeting, and we will use this label for the face-to-face encounters that we studied [19]. The term is used to refer to a variety of encounters in academic and professional literature: meetings may be scheduled or unscheduled, formal or informal. Schwartzman discusses two roles for meetings aside from their ostensible reasons (e.g., making a decision): sensemaking and social and cultural validation [19]. Urry expands on this point, stating:

> Beyond the literal making of decisions, various other functions result from meetings: seeing how one is heard, executing standard procedures and duties, distributing rewards, status and blame, reinforcing friendship as well as distance, judging the commitment of the organization, having an enjoyable time with colleagues and so on. [16, p. 165]

**Face-to-Face Meetings for Virtual Teams** The practitioner literature on distributed teams tends to emphasize a need for face-to-face meetings at the start of a project for project planning [1], project definition [2], team development [3], [4], relationship building [5], and increasing trust among team members [6]. Anschuetz suggests that initial face-to-face meetings are effective for building relationships (specifically trust) necessary to launch a project [7]. These relationships also help team members develop shared understandings and thus perform better as a team. These suggestions are supported as well by the research literature. Hinds and Weisband find that developing a shared understanding in virtual teams through shared experiences can influence the ability of teams to coordinate work and perform well [20]. Kock stresses the importance of “mental schema alignment arising from shared understandings in reducing the effort required to communicate via CMC” [18, p. 337]. Similarly, Huang, Carte, and Chidambaram find that group cohesiveness improved performance [21]. Dubé and Paré suggest that starting a project with a face-to-face meeting “gives people a chance to establish relationships and develop a sense of belonging to the team” [22, p. 16]. Urry suggests that what is exchanged in the meetings are “social goods,” allowing participants to put a face to a name [16, p. 162].

A few researchers examined the role of face-to-face meetings during the life of distributed teams, which is our focus. Urry argues for the significance of “intermittent corporal co-presence within social life” even for groups that primarily use electronic interaction, noting that virtual and physical co-presence cannot be viewed as simple substitutes [23, p. 257]. Studies identify two specific functions for such face-to-face meetings.

First, researchers note that individuals choose different media for different kinds of tasks (e.g., [24], [25]) in part because certain kinds of work are more suited to face-to-face meetings. However, there are two reasons offered for this fit. On the one hand, Urry argues that co-presence provides the possibility for richer, denser interaction needed for some tasks [23]. Dubé and Paré find that most teams rely to some extent on face-to-face meetings to ease the process of collaboration and coordination [22]. Maznevski and Chudoba suggest more specifically that conducting regular meetings in person is essential to global virtual team effectiveness when the task requires a high degree of interdependence, and when geographic, organizational, and/or cultural boundaries must be spanned [26]. For example, one team they studied met face-to-face every four months to manage the future development of a contract by sharing plans and information and generating ideas about co-development. On the other hand, Boden and Molotch suggest that face-to-face interactions are beneficial because of the increased speed of interactions [17]. Supporting this suggestion, Kock found that the mean response time to contributions in an asynchronous medium was 138 hours versus no more than one hour face-to-face and that asynchronous contributions took longer to prepare as well [27]. Boden and Molotch note that quick interactions are particularly beneficial in cases of uncertainty about how to achieve an outcome, when “things must be worked out along the way” [17, p. 270]. Similarly, Olson et al. note that “one benefit of face-to-face meetings is the collocation of people, such as customers, tutors or more experienced fellow workers who can answer questions as they come up” [28, p. 120]. They further state that the “awareness afforded in collocation also allows people to engage in informal training sessions” [28, p. 119].

Second, echoing the function of kick-off meetings, researchers note that face-to-face communications
are important to create and sustain social relationships that enable distributed work. Urry argues that moments of physical contact are crucial for social life because physical co-presence is an important way to build group social capital since it provides an ability to gauge commitment and build trust [16], [17], [23]. Since ties degrade over time, periodic travel is necessary to establish and maintain ties [29], [30]. From their ethnographic study of 22 employees collaborating across organizational boundaries, Nardi and Whittaker argue that face-to-face meetings are needed to establish and nurture the human relationships underlying business relationships [29]. Subjects in their studies talked about the importance of shared bodily activities in facilitating social bonding and showing commitment such as touching, eating and drinking together, engaging in mutually meaningful experiences in a common physical space, and “showing up” in person. Maznevski and Chudoba elaborate on this point, stating that effective virtual teams’ interactions are sequenced in a repeating temporal pattern [26]. This basic pattern is defined by regular face-to-face meetings in which the intensity of interaction is extremely high, followed by a period of some weeks in which interactions are less intense. They also mention that these meetings enable participants to maintain strong relationships through social meals and breaks. Nohria and Eccles go farther, arguing that because uncertainty, ambiguity, and risk are difficult to manage through the lean channel of information communication technology, there may be “a minimum ratio of face-to-face to electronically mediated exchange that is vital to maintain in order for network organizations to work effectively” [31, p. 290].

Summary  In summary, existing research on face-to-face interactions in distributed teams suggests that these interactions will be used first for socialization to build or sustain team relationships (specifically trust, shared understandings, and group cohesion) and second for work activities for which face-to-face interaction is better suited. However, there is not much academic literature on face-to-face meetings in mixed-mode virtual teams. In some ways, these meetings are treated as the ground against which the novel practice of virtual work is studied, echoing Schwartzman’s observation that meetings are taken for granted as an organizational practice. Yet, as she notes, “meetings produce organization,” so studying groups when they meet provides further information about the concrete realization of their organization (the particular team or the larger organization in which it is situated, if any) [19, p. 54]. These results suggest the need for further study to better understand the role of face-to-face meetings for distributed teams.

DATA COLLECTION AND ANALYSIS

Setting: Free/Libre Open Source Software (FLOSS) Development  To further explore the role of face-to-face meetings in the life of distributed teams, we use data from FLOSS development teams. FLOSS is a broad term used to embrace software developed and released under an “open source” license allowing inspection, modification, and redistribution of the software’s source code. FLOSS software is generally available without charge (gratis, or “free as in beer” as Free Software Foundation puts it [32]). Some (though not all) FLOSS software is also “free” software, meaning that the user is guaranteed certain rights to the software and derivative works must be made available under the same license terms (“free as in speech,” thus “libre”). We have chosen to use the acronym FLOSS to accommodate this range of meanings. There are thousands of FLOSS projects, spanning a wide range of applications. Due to their size, success, and influence, the Linux operating system and the Apache Web Server are the most well known, but hundreds of others are in widespread use, including projects on internet infrastructure (e.g., sendmail, bind), user applications (e.g., Mozilla, OpenOffice), and programming languages (e.g., Perl, Python, gcc). (The various projects mentioned in this paper are briefly described in Table I.) The research literature on software development and on distributed work emphasizes the difficulties of distributed software development, but the case of FLOSS development presents an intriguing counter-example, making it an interesting setting for our study.

FLOSS projects are an appropriate setting for our study of team communications because core developers working on a particular project form a work team [33]. Much of the literature on FLOSS has conceptualized developers as forming virtual communities, which is a useful perspective for understanding why developers choose to join or remain in a project [34]-[37]. However, for the purpose of this study, we view the projects as entities that have a goal of developing a product, whose members are interdependent in terms of tasks and roles, and who have a user base to satisfy, in addition to having to attract and maintain
members. These aspects of FLOSS projects suggest analyzing them as work teams. Guzzo and Dickson define a WORK TEAM as being:

made up of individuals who see themselves and who are seen by others as a social entity, who are interdependent because of the tasks they perform as members of a group, who are embedded in one or more larger social system (e.g., community, or organization), and who perform tasks that affect others (such as customers or coworkers). [33, p. 308]

FLOSS developers form a distributed team as they contribute from around the world and coordinate their activity primarily by means of computer-mediated communications (CMC) [38], [39]. FLOSS teams are an extreme example of Urry’s observation about growth in the geographical span of individuals’ networks, since the scope of these networks is often global [16].

FLOSS teams have several features that set them apart from many of the distributed teams that have been studied before, again making them interesting settings for our study. Symon notes that for virtual work to be feasible, many assumptions about work need to be made which might not hold in general [40]. However, these assumptions mostly do apply to FLOSS teams. First, because software products can be transferred electronically, the work of software development can be executed entirely online, which is not the case for many other kinds of work [40], [41]. However, online-only work might be typical of other knowledge economy industries. Second, as programmers, team members are accustomed to using CMC, suggesting that they have already developed ways of working adapted to this medium [18]. Third, FLOSS teams have a high isolation index in that most team members work on their own rather than as part of a collocated subgroup [13]. Fourth, FLOSS developers typically contribute to projects without being employed by a common organization (or for many, being paid at all). Finally, the teams are largely self-organizing, most often without formally appointed leaders or indications of rank or role. As a result, these teams depend on processes that span traditional boundaries of place and ownership [14].

These features differentiate FLOSS teams from many other virtual teams, but the issues and challenges that FLOSS teams face are not inconsistent with what many organizations now face in recruiting and motivating professionals and in developing distributed teams. As Collins and Drucker put it, increasingly employees are going to be volunteers, because a knowledge worker has mobility and can go pretty much every place, and knows it … Businesses will have to learn to treat knowledge workers as volunteers [42, p. 4]. In short, FLOSS teams provide a vision of how work might be conducted in the future in a variety of settings. [43]

### TABLE I

**FLOSS Projects Mentioned in the Paper**

<table>
<thead>
<tr>
<th>Project</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Apache</td>
<td>A Web server (i.e., a program that runs on a server to provide HTML documents in response to requests). The Apache project now includes numerous related projects, with the Web server referred to as httpd.</td>
</tr>
<tr>
<td>bind</td>
<td>A domain name server (i.e., a program that runs on a server to respond to requests to translate computer names to IP addresses).</td>
</tr>
<tr>
<td>CVS</td>
<td>Concurrent versioning system, a source code control system (i.e., a system that facilitates integration of changes made to source files by various developers into a common repository). CVS can be used to manage any text file, not just source code.</td>
</tr>
<tr>
<td>Debian</td>
<td>A Linux distribution (i.e., the kernel plus a selection of utilities and applications tested and packaged for consistency and easy installation).</td>
</tr>
<tr>
<td>Eclipse</td>
<td>An integrated program development environment (IDE). Originally developed by IBM for Java programming and later released as open source. Eclipse support plugins that customize behaviour to support different programming tasks.</td>
</tr>
<tr>
<td>gcc</td>
<td>A C programming language compiler (i.e., a program that translates program source code into a form that can be executed).</td>
</tr>
<tr>
<td>IRC</td>
<td>Internet Relay Chat, a synchronous text based communications system.</td>
</tr>
<tr>
<td>Linux</td>
<td>The kernel of a Unix-like operating system. Some refer to the full operating system as GNU/Linux as many of the supporting utilities are products of the GNU (“GNU is not Unix”) project.</td>
</tr>
<tr>
<td>Mozilla</td>
<td>A Web browser derived from Netscape. The Mozilla project includes several spinoffs, such as the Firefox browser.</td>
</tr>
<tr>
<td>MySQL</td>
<td>A relational database program. Developed by MySQL AB.</td>
</tr>
<tr>
<td>Open Office</td>
<td>A suite of office applications intended to replace Microsoft Office. Originally developed by Sun.</td>
</tr>
<tr>
<td>Perl</td>
<td>An interpreted programming language with particular strengths in text manipulation and system scripting.</td>
</tr>
<tr>
<td>Plone</td>
<td>A content management system built on Zope.</td>
</tr>
<tr>
<td>Python</td>
<td>Another interpreted programming language.</td>
</tr>
<tr>
<td>sendmail</td>
<td>A mail transfer agent (i.e., a program that runs on a server to receive and send email, but which does not provide an end-user interface).</td>
</tr>
<tr>
<td>Spam Assassin</td>
<td>An email spam filter. Now an ASF sponsored project.</td>
</tr>
<tr>
<td>Zope</td>
<td>An object-oriented Web application platform.</td>
</tr>
</tbody>
</table>
FLOSS development projects include different classes of members with distinct roles and patterns of engagement. Research on organizationally sponsored virtual teams has generally tacitly assumed that members are expected to contribute with more-or-less equal intensity. Our study provides the opportunity to examine the implications of varying degrees of contribution more explicitly. Several authors have described FLOSS teams as having a hierarchical or onion-like structure, as shown in Fig. 1 [44], [45]. At the center are the core developers who contribute most of the code and oversee the design and evolution of the project. The core is usually small and exhibits a high level of interaction, which would be difficult to maintain if the core team was large. Surrounding the core are the co-developers. These individuals contribute sporadically by reviewing or modifying code or by contributing bug fixes. The co-developer group can be much larger than the core, because the required level of interaction is much lower.

Data The primary data for this paper comes from interviews and systematic observation of face-to-face meetings of FLOSS developers at several conferences, specifically ApacheCon 2003 and 2004, ApacheCon Europe 2005 and 2006, Comdex 2003, PloneCon 2004, OSCon 2004, and OSDC 2004. The face-to-face meetings within this context refer to all previously arranged and informal face-to-face team meeting opportunities within these conferences. These conferences are described more fully in Table II. We must clarify that our goal was not to compare teams that met face-to-face with those who do not. Rather, our goal was to understand the dynamics and the benefits of the face-to-face interactions in those virtual teams who do use this means of collaboration, hence our focus on these meetings for data collection. Members from many different FLOSS teams attended these conferences, which enabled us to observe activities across multiple teams.

During the meetings, we observed the interactions of developers in order to establish what kinds of activities took place during face-to-face meetings. Our initial observations were open ended, as we tried to make sense of what was going on around us. As our research questions crystallized, we focused our observation on the questions shown in Appendix A.

While observing the practices of developers at these conferences, we conducted formal and informal interviews with 27 developers, representing 22 FLOSS projects, including well-known projects such as Apache httpd, Perl, and Mozilla, as well as lesser-known projects such as SpamAssassin and Plone. The projects represented were all mostly successful in that they had attracted and retained developers and released code that is widely used [49]. We used convenience sampling at the conferences to select interview subjects. We approached potential participants during the conference sessions and breaks, introduced ourselves, described our research project and goals, and asked potential subjects if they would be willing to be interviewed. Although we do not have specific notes of refusals, we can say that nearly all individuals approached agreed to be interviewed. All interviewees reported that they were active members of FLOSS development teams.

Interviews were semi-structured, starting with a list of questions (shown in Appendix B), but then exploring in depth the topics that were of interest to the respondent or for which she or he had particular insight. The initial round of interviews

![Hypothesized FLOSS team structure.](image)

Surrounding the developers are the active users: a subset of users who use the latest releases and contribute bug reports or feature requests but not code. Still further from the core are the passive users. The border of the outermost circle is indistinct because the nature and variety of FLOSS distribution channels make it difficult or impossible to know the exact size of the user population. We do not consider either category of users to be team members because they do not necessarily share the team’s goals and their tasks are not interdependent with the rest of the team, though clearly this is a matter of degree rather than a sharp boundary. As their involvement with a project changes, individuals may change their roles. A common pattern is for an active user to move into the core as his or her involvement increases. However, core developers must have a deep understanding of the software and the development processes, which poses a significant barrier to entry for individuals who want to join a team [46]–[48].
focused on issues of coordination and team building. Later rounds added specific questions about how face-to-face work was used in the team. Several of the interviews were recorded and transcribed; for the others, the interviewer took notes that were transcribed and analyzed.

Analysis To analyze interview transcripts and observation notes, we applied a qualitative inductive analysis technique. The analysis was conducted using the Atlas-ti software package (http://www.atlasti.com). One author began by examining all interview transcripts and notes to identify text segments referring to face-to-face work in some way. These segments were then assigned to theoretically meaningful categories derived initially from the literature review summarized above (e.g., timing of meetings, outcome of meetings, types of work more appropriate for face-to-face settings). However, the categories evolved through the course of the data analysis. As we coded each segment, we discussed whether the segment fit an existing code, required a new code, or required existing codes to be revised. We continued to revise the codes until each identified segment fit cleanly within some category. These codes were then grouped into higher-level categories and the relationships between these codes were elaborated. The process resulted in the following three sets of codes: opportunities for face-to-face encounters, activities during face-to-face encounters, and results of these activities. The final code network developed is shown in Fig. 2.

<table>
<thead>
<tr>
<th>Conference</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ApacheCon</td>
<td>The Annual meeting of the Apache Software Foundation (ASF). The ASF oversees the development of the Apache Web server and about two dozen other projects, most but not all associated with the Web server. ApacheCon is held annually in North America, Europe and most recently in Asia.</td>
</tr>
<tr>
<td>Conferences Attended for Data Collection</td>
<td></td>
</tr>
<tr>
<td></td>
<td>The conference runs Sunday or Monday to Wednesday or Thursday, with the first day or two devoted to tutorials and the remainder to short presentations. The conference also includes nightly &quot;birds of a feather&quot; sessions and a keynote address each day, given by a leading developer or other personality. Core developers from various ASF projects present most of the talks, usually overviews of a project or introductions of new features. Attendees are primarily users of ASF software, generally technical employees from various companies.</td>
</tr>
<tr>
<td></td>
<td>Developers from a number of projects were sponsored by O’Reilly publishing to attend, make presentations and answer questions about their products. The projects presenting were selected by online poll.</td>
</tr>
<tr>
<td></td>
<td>Specific to the Phone project.</td>
</tr>
<tr>
<td></td>
<td>Grew out of the Perl Conference and still attended by many Perl users, but now includes tracks on other languages and systems. The conference has the same general format as the ApacheCon.</td>
</tr>
<tr>
<td></td>
<td>Similar to OSCON in its evolution from meetings of different user groups.</td>
</tr>
</tbody>
</table>

**TABLE II**

**Conferences Attended for Data Collection**
meetings, and “sprints.” We introduce each and discuss the nature of the interaction below.

Conferences: Conferences are large events that usually bring together multiple FLOSS teams, though some are specific to a single project, such as in the case of Plone and PloneCon. Although each conference is different in its schedule and program, conferences typically include panels, keynote speakers, project presentations, social events, etc., but are not specifically for the purpose of bringing together project members. Interviewees attended the conferences primarily for professional reasons, such as for a presentation or professional development and only secondarily to be able to meet other developers.

Not surprisingly given our approach to data collection, all respondents reported meeting other developers at conferences. In addition to the conferences we attended ourselves, respondents mentioned many other conferences including the Ottawa Linux Symposium, the DebianConf, CodeCon, FOSDEM (Europe), EclipseCon, the MySQL AB Conference, PyCon, the GeekCruise, and “Yet Another Perl Conference.” Developers also reported chance meetings at specialized conferences such as an anti- Spam conference.

Many of the described conferences grew out of user group meetings. Computer user groups are associations of users interested in particular hardware or software packages who typically have regular meetings that allow users to meet and learn from each other. Many (indeed most) of the attendees at the conferences we attended were users of the software rather than developers. However, ApacheCon at least clearly worked to attract developers. Even so, we observed a distinct change in tone between the initial two days when only the developers were present and the final days when the rest of the attendees arrived. For example, the physical arrangement of attendees shifted from small group interactions to rows of audience members facing a stage.

Project Meetings: Project meetings are the formal or informal gatherings used by some FLOSS teams in order to coordinate project activities. The goals and the format of the project meetings also vary from team to team. In many cases, project meetings are held as planned adjuncts to conferences (i.e., rather than relying on chance interactions at the conferences). For example, the Perl developers were reported to be holding a meeting after OSCON, and Linux developers are reported to hold an invitation-only Linux Kernel summit prior to the Ottawa Linux Symposium. In a few cases, these are special stand-alone meetings. For example, one Apache developer described the original meeting in which they discussed the possibility of forming a non-profit foundation (the Apache Software Foundation, or ASF).

Sprints: A few of the face-to-face meetings reported were specifically organized to allow for development work. An extreme example of a task-based meeting is the SPRINT, a short (two to three day) programming

Fig. 2. Network of codes induced from data analysis.
event attended by perhaps a dozen developers who are invited to contribute to a particular set of tasks within a project. Sprints are usually organized to develop code in a quick and agile manner, although there might be other uses of sprints, such as for project initiation. We were told that sprint hosts and attendees are often funded by clients for whom the participants are working and using the project in that work. For a recent sprint, we were told that the host received $10,000 in funding to cover costs and provided accommodation for the group in an Austrian castle.

Other Meetings: Finally, in addition to these group meetings, developers may occasionally meet in small groups on an ad hoc basis. Several interviewees mentioned they knew other developers from work or school. One Apache developer mentioned that when traveling, he looks up the locations of other ASF members from a CVS-based system known as “ICBM” (a play on the targeting system for nuclear missiles) and tries to arrange a meeting. The group has a mailing list for announcing face-to-face parties. We interviewed the founder of Codehaus, an open source community and repository that grew out of an amicable difference of emphasis within the Apache community. This group places a strong emphasis on the value of face-to-face interaction; indeed, item four of its ten-point manifesto is “The Codehaus encourages committers to be respectful friends, meet up with each other as often as possible. Face-to-face is superior to email” (http://www.codehaus.org/Manifesto). Here, the term COMMITTER refers to individuals with the right to add code to a project’s source code repository. Thus committers are the core members of the project. Consistent with this value, Codehaus core members present at ApacheCon met for a “beer bash.”

Activities’ Benefits of Face-to-Face Meetings

Our second set of findings concerns the nature of the interactions during face-to-face meetings. We observed a variety of activities during face-to-face meetings, with associated benefits. Activities observed included socializing between and within teams, team building, training, identity verification, and task work. In this section, we discuss these activities and their benefits together.

Socializing: A main benefit of face-to-face meetings is the opportunity to socialize with team members as opposed to planned work. Many interviewees reported spending time on socializing before (or instead of) getting down to work. The conferences we attended provided opportunities for socializing, some more than others. For example, ApacheCon included get-togethers on different afternoons, some with a company-sponsored open bar, during which developers could be observed talking together in small groups. Developers generally went to dinner together, with other members of their development teams, or with new acquaintances; during the dinners we observed, the conversation was primarily social as opposed to work-related. Urry similarly notes that work and play are frequently intermixed in meetings [16]. An interviewee noted that it was worth taking leave time to come to a meeting because “it was a lot of fun to get a bunch of developers together in the same room.

As expected, time spent socializing was seen as important for building and maintaining personal relationships. As Nardi and Whittaker put it, you demonstrate an enormous amount of unconscious commitment when you actually take the time and the trouble to put yourself in the same place as the person you want to build a relationship with. [29, p. 93]

For example, one developer attending ApacheCon for the first time commented that he definitely felt like he was getting connected to other developers and contributors and noted, It’s not a technical connection. Indeed, to link face-to-face with distributed team interactions, we observed some individuals hand-editing their conference name badges to include the user IDs, or HANDLES, by which they are known online, including hand drawn cartoons and other personalizations. At one social event, we observed two attendees talking to each other for about ten minutes before one of them mentioned his handle to the other. The other immediately changed his neutral stance and gave his handle. Both expressed surprise, shook hands, reintroduced themselves again, and restarted their conversation in a more upbeat fashion with a totally different energy, having connected their online personas with their physical ones.

Many interviewees said it was an advantage to meet other developers. One developer noted that after having met the other developers, he was more comfortable sending them an email. Others echoed this sentiment:

When you haven’t met people, you build an image. After you’ve met them, you can have better email interactions.
Like anything in open source, so much easier to work with them via email after having met them. Much harder to get annoyed with them.

Much nicer to work together after getting to know each other more.

Once you have met each other face to face, the next time you see them online and they request something you are more likely to go out of your way to do it, rather than passing it over.

In summary then, face-to-face socializing seemed to be important for developers in developing social ties that facilitate online interaction, but similarly, a history of online interaction can be extended into the face-to-face realm. The two modes reinforce each other [15].

Socialization and Team Building: Face-to-face meeting may also provide important opportunities for socialization of members into teams, though our evidence on this subject is limited because most of our interviewees were already established members of teams. We observed one team taking votes around the table as to how to pronounce their project name, an example of team norm setting, though they noted: We see each other once a year and it doesn’t matter how we pronounce it...as long as it is spelled the same.

We also saw some evidence that conferences provided opportunities for recognition of individual contributions, which is believed to be an important motivation for participation and thus an important part of bringing members into teams. One interviewee described his pleasure at going to a conference for the first time and being recognized and complimented by one of the core developers for his contributions on the mailing list. Several speakers we observed used their time in front of the audience to single out and recognize developers who had contributed to the particular project or feature being presented. As mentioned previously, these conference behaviors are important since the conferences constitute the main or sometimes the only opportunity for face-to-face meetings for many FLOSS team members.

One group seems to have been particularly innovative in ensuring that its conferences support developer interactions. In this group, conference presenters, who are mostly core developers, arrange for their way to the conference to be paid for by the conference organizers, which makes it easier for them to attend. A few developers we talked to said that they decided to attend the conference when they received an invitation to present. This conference also included a formal “fellowship” program that supported attendance for selected developers. One such “fellow” told us that he viewed the support as important recognition of his current work as well as a “hook” for future work. In other words, the conference served as a way of converting user interest in the project as reflected in conference registrations into resources to support developer team building. O’Mahony and Ferraro suggest that corporate participation can similarly benefit FLOSS projects by supporting developer travel [50].

Identity Verification: An unexpected finding was that an important role of face-to-face meetings for some FLOSS teams was to provide an opportunity for developers to verify each other’s identity. Recall that FLOSS teams are composed of individuals who typically do not work for the same organizations (unlike organizationally sponsored teams). As a result, team members may feel the need to verify the identity of other participants, as noted by O’Mahony and Ferraro [50]. Many of the conferences conducted a formalized KEY-SIGNING for this purpose, during which participants matched digital identities—represented by PGP encryption keys—against real world identities represented by physical presence and government-issued photo identification, typically passports and driver’s licenses. Formal key-signing sessions have a prescribed format, called for by security concerns, and approach a ritual in their formality. The online–offline boundary-spanning artifact formed by the key signature can be drawn on as evidence of an individual’s “bone fides” even by those not present (provided they trust the process and the individual signing the key). O’Mahony and Ferraro studied the role of similar key-signings in the Debian community [50].

Training: We observed some informal examples of training (in addition to the formal tutorials that are characteristic of user group meetings), as suggested by Olson et al. [28]. For example, some of the conversations between developers appeared to be tips and hints for the use of new software tools for development and for general laptop administration. Developers from different projects, in similar genres (such as multiple Wiki implementations) were observed discussing how a particular feature had been implemented in each project, thus providing an opportunity for cross-fertilization between projects that would not happen on the projects’ separate developer mailing lists.
Work: We were particularly interested in whether developers took advantage of their face-to-face meetings to work on development tasks, consistent with the prediction in the literature that some kinds of activities are best suited for face-to-face work. We observed numerous instances of developers working together face-to-face, in contrast to the accepted definition of FLOSS as developed by entirely distributed teams. For example, ApacheCon begins with an official “hack-a-thon,” during which developers take over a large conference room for a weekend to work individually or in small teams. Those in small teams typically sat facing each other around a circular table, in contrast to the later sessions in which participants faced forward, towards a presenter. The conference organizers provide wireless internet access and power strips in the conference rooms for the laptops brought by almost all participants. In many cases, the hack-a-thon is informal, but at one of the conferences we attended, it was a scheduled event sponsored by IBM. However, the hack-a-thon does not have a formal program; indeed, the only formal announcements we observed during the days of the hack-a-thon were to announce deliveries of pizza and donuts or that a group was about to leave for dinner.

Since participants come and go, it is not feasible to determine the total number of distinct participants attending a hack-a-thon. We did, however, count the number of participants in the room at regular intervals. At the ApacheCon hack-a-thon, typical of the pattern, there was a steady growth on the first morning to a peak of just over 50 participants. This was sustained during our observation hours until the hack-a-thon merged into the Apache Foundation members meeting on the afternoon of the second day.

During the ApacheCon hack-a-thon, we saw many examples of software design work, such as joint work at a whiteboard. One developer described the process of fixing a bug during a previous meeting and commented that there was a lot of useful whiteboard work, which was not required, but which facilitated fixing the bug. He added that half the value of a whiteboard is being co-present and able to engage in nonverbal behavior like pointing; Olson et al. made similar observations [28]. On the other hand, some of the groups we observed working face-to-face continued to communicate via CMC, using internet relay chat (IRC), in order to include developers who had been unable to make the trip, again reflecting the mixing of face-to-face and distributed modes of work. This practice led to a number of curious seemingly “one-sided” communications that we observed, such as an individual standing, seemingly unprompted, and raising a hand while visually searching the room, announcing Yes, that’s me, let’s talk about it, evidently in response to a query on IRC. Because not all project team members are able to attend a hack-a-thon, there is a strong norm in this group that the face-to-face discussion be oriented towards raising possibilities and working out details, with the final decision deferred to a discussion on the mailing list to which all members can contribute.

We also observed many examples of individuals and small groups actually coding. Indeed, one project team stated that it had completed a new release of its system during the ApacheCon conference. As far as we know, the organized hack-a-thon was unique to ApacheCon; we did not observe a similarly organized meeting at the other conferences we attended. However, developers at other conferences reportedly do take advantage of the time together to do some work. For example, FOSDEM in Europe is reported to make “developer rooms” formally available for projects to book for developer meetings. We heard one developer at ApacheCon state: I am hoping to get locked in a room with the proxy guy to finally implement this thing, while another interviewee reported, We sat down at PyCon and wrote it [new email parser] from scratch.

In interviews, certain kinds of work were described as being more suitable for a face-to-face setting, and indeed, a couple of developers noted work had been explicitly put off until the face-to-face meeting (though this seemed to be the exception rather than the norm for other developers). One team that took particular advantage of the ApacheCon hack-a-thon was the Apache infrastructure project—the group that maintains the various servers used by Apache projects. An infrastructure team member commented, ApacheCon is great for infrastructure because we can discuss things and get things done. The value of the face-to-face meeting was attributed to higher bandwidth, lower latency, which was useful for managing moving services between servers (a time-sensitive task because services such as mailing lists are unavailable while they are moved).

In contrast, when speaking about software developers, the same team member also commented that non face-to-face work slows them down, which is good, implying that slower work allowed for greater input from geographically distributed participants as well as more reflection on the
problems and solutions. Indeed, other authors have argued that the distributed nature of FLOSS development may actually lead to more robust and maintainable code. The argument is that because distributed developers cannot consult each other easily, they make fewer assumptions about how their code will be used and thus write more robust code that is highly modularized (e.g., [51]).

As noted above, some face-to-face meetings are specifically organized to allow for development work, making these projects more like traditional organizational-sponsored teams. We interviewed a number of participants from the Plone project who provided details about their sprints. Many Plone developers are consultants who install Plone for their clients. A sprint might be organized by a developer to develop new functionality required by a client. The new functionality is incorporated back into the project, extending its capabilities.

Face-to-face was also seen as more appropriate for new ideas and strategic thinking. One developer noted, We’re talking about [a jabber strategic issue] because we’re face-to-face this week. Similarly, the ASF board and members’ meeting (including election of new members) are held face-to-face during ApacheCon, though also with many members participating via CMC. On the other hand, contrary to the findings of Maznevski and Chudoba, we did not observe much face-to-face time spent on project management—for example, long-term planning, sketching of time-lines, or delegation or assignment of tasks [26]. The lack of such formal coordination mechanisms seems to be consistent with their overall low usage in FLOSS development [52].

Time to Work: Finally, a few interviewees noted an advantage of coming to a face-to-face meeting that has not been mentioned in earlier work on distributed teams, namely the ability to spend focused time on the project. A distinctive feature of FLOSS teams is that many developers are volunteers who are not paid directly for their work or employees for whom FLOSS work is a (frustratingly small) part of their total duties. Time away from the demands of their “real jobs” to work on the project is, therefore, highly valued. For example, one interviewee commented that it was great to “book some time” for Apache business. One interviewee told us that his FLOSS development occurs in his “spare time”—mornings before his “real job” and evenings after his family time—making it difficult for him to find the long blocks of continuous time offered by face-to-face meetings at conferences. This aspect of conferences is consistent with the surprisingly large number of developers we observed working by themselves in a room full of others.

DISCUSSION
In summary, our interviews and observations suggest that face-to-face meetings, although not frequent, do occur regularly (contrary to the general assumption that FLOSS teams are purely virtual) and serve important functions within FLOSS development teams. The data also provides a better understanding of the nature and value of face-to-face meetings within the FLOSS context. Face-to-face socialization helps to build and maintain the social ties that developers report facilitate interactions. Also, we speculate that face-to-face interaction helps develop mental schema alignment, though this hypothesis remains to be tested. These ties are important for core developers, even though the bulk of their interaction happens via CMC. O’Mahony and Ferraro similarly note that Debian developers seem to trust people they have met more, as reflected in the elections of project leaders central in the social network (as revealed by the links between signed PGP keys during the key signings mentioned above [50]).

Interestingly though, we observed relatively few scheduled meetings of developers. Rather, the scheduled conference events produced a “ripple” of unscheduled meetings that seemed equally—or more—important than the formal event itself [10]. Urry similarly notes that travel facilitates unplanned meetings and so people travel to the site of likely co-encounters, even though most of the encounters may be unplanned [23]. The importance of these unplanned encounters can be seen in the increasing number of networking events: conferences with no preset program entirely oriented towards unplanned interactions (e.g., FOO camp and its derivatives such as BAR camp and OS camp). Wittel suggests that these kinds of interactions represent a “network sociality” that consists of “fleeting and transient, yet iterative social relations” [53, p. 51]. In his view, when the primary form of interaction is via CMC, relationships are more ephemeral: intense, but short-lived.

However, despite the apparent importance of face-to-face meetings for building social relations, the developers we interviewed belonged to well-established projects that had already experienced substantial success, instead of
representing newly-formed teams who meet to launch a project as suggested in the literature on non-voluntary teams. It seems that the expense and effort required for face-to-face meetings only makes sense for developers once a project is well underway and their commitment to the project has developed. As a result, the teams seem to function well without the planned face-to-face kick-off meeting called for by the conventional wisdom for managing virtual teams. A question for future research, then, is how such group commitment is developed via CMC.

Second, certain kinds of team activities are easier to accomplish with face-to-face interactions, enough so that in a few exceptional cases they may actually be deferred until a planned meeting. In contrast to prior literature though, the tasks that were reserved for face-to-face activities seemed to be ones that required quick interaction, rather than those having high levels of interdependence that span boundaries [26]. These findings are compatible with Olson et al.’s finding that a benefit of face-to-face meetings is the collocation of people who can answer questions as they come up [28].

The preference in FLOSS teams seems to be to organize work so as to reduce interdependence, for example, by writing more modular code and using technical systems to manage possible conflicts. Because the work can be accomplished entirely electronically, it usually is. We believe that the emphasis on socialization similarly reflects the fact that socialization is harder to do virtually than programming.

Finally, spending time at a face-to-face meeting is important for many attendees since it allows them to focus their full attention on a project they are usually only able to focus on in their “spare time.” This final observation suggests that the relevant theories for studying FLOSS teams may include literature on volunteers in voluntary associations or organizations [54], [55]. Of course, there are many kinds of voluntary associations and several typologies have been proposed [56]. Gordon and Babchuk differentiate groups on three dimensions: status, accessibility, and purpose (expressive, instrumental, or instrumental-expressive) [57]. Smith divides voluntary associations into service-oriented, issue-oriented, self-expressive, economic self-interest, and philanthropic volunteerism, though he notes that each may contain aspects of the others [58]. Handy offers a similar typology of service providers, research and advocacy, common enthusiasm, self-help, and intermediary bodies [59]. In these typologies, FLOSS projects seem to be examples of self-expressive or common enthusiasm groups, shading into service-oriented for the larger projects. Smith notes that members of self-expressive associations usually do not consider themselves “volunteers” but rather members of an organization, as seems to be the case with most of the developers we interviewed [58, p. 113].

However, Smith notes that the “literature on voluntary associations is dispersed across many fields and without much focused attention, resulting in a fragmented state of knowledge” [58, p. 117]. In addition, most of the literature on voluntary associations seems oriented towards the problems of professional managers in these organizations who need to recruit, motivate, and manage volunteers, or like much of the early literature on FLOSS, it seems focused on the motivations of volunteers [60], [61]. There seems to be little research on communication practices within voluntary associations, which is problematic because as Dailey suggests, most voluntary associations are comparatively smaller and simpler, and operating in a different environmental context than for-profit companies, so many theories developed in for-profit settings seem hard to apply [62]. Some exceptions include Schwartzman’s study of meetings in a voluntary organization [10], Harris’ examination of the management of volunteers and the relation between paid and volunteer members in church congregations [63], and Barakso’s study of the governance structure and decision-making processes of NOW (the National Organization for Women) [64].

Nevertheless, findings from this literature show many points of similarities with FLOSS research, supporting its possible applicability. For example, Reed and Selbee found that a small group of individuals is responsible for the majority of contributions to voluntary associations [65] (as has also been frequently observed in FLOSS projects, e.g., [52]), countering the tacit assumption that all members should be roughly equal contributors. Also, the observation that voluntary organizations tend to become more formal over time seems consistent with the experiences of larger FLOSS projects—for example, as evidenced by the creation of formal organizations such as the Apache Software Foundation [66]. A particularly relevant perspective may be Smith’s study of G RASSROOTS ASSOCIATIONS, i.e., local organizations with no paid staff [67]. Smith notes that participants in grassroots associations gain satisfaction primarily from participation, based on solidarity and purposive incentives, which matches the
observed motivations of many FLOSS developers [67]-[69]. Finally, voluntary associations are similar to FLOSS teams in that it is difficult for outsiders to assess their effectiveness; certainly simple profit calculations cannot be used [62]. Research in the area of voluntary associations might, therefore, provide useful guidance for FLOSS research—for example, McPherson’s study of the size of voluntary groups and Taylor’s study of the dynamics of their composition could guide research on the composition of FLOSS teams [70], [71]. Contrariwise, research on FLOSS teams might help illuminate topics of interest to professional communications researchers studying voluntary associations, such as the shifting relationship between work and employment [72].

**CONCLUSION**

Researchers studying FLOSS development often contend that FLOSS teams do not meet face-to-face at all as a justification for basing their research only on online artifacts. However, as we show above, many developers in fact do meet face-to-face, and these meetings play an important but largely overlooked role in FLOSS team practices. Many members of at least the larger and more established FLOSS teams both have regular opportunities to meet and use these opportunities. For example, in their study of Debian developers, O’Mahony and Ferraro document a pattern of meetings, driven in part by a need to verify potential developers’ identities and commitment to the projects [50]. The norm in some groups—that final decisions are made online to allow full participation—suggests that the online record for these groups should be a reliable record of the groups’ decisions. However, these records may be incomplete for phenomena that have a significant face-to-face component, such as group maintenance or socialization.

We conclude with a few observations about the generality of our findings and directions for possible follow-up research. A first limitation of our study is that most of our interviewees were established core members of their teams. We have less data about the role of face-to-face meetings for other kinds of FLOSS community members. However, while active and passive users make up the majority of those attending the user conferences we observed, we did not observe them interacting as extensively as the core developers. These users seem to attend sessions as a way of learning more about the project, rather than in an attempt to become more involved or even to influence the direction of the project. Some attendees were sent by their companies just to get a feel of what was going on with the project (e.g., an attendee from Microsoft who was there “just to observe”). These observations are consistent with our definition of the project team as excluding users, even active users. More systematic data is needed though to fully understand these interactions.

Second, as we noted, our data is drawn primarily from large projects. We believe that many of these projects have regularly scheduled opportunities for face-to-face meetings among developers, though we have not been able to observe some of them because they are not open to the public—for example, the Perl developers meeting or the Linux Kernel summit. However, we do not know how typical such meetings are. As a result, we cannot claim that the patterns we observed are typical for FLOSS. Indeed, FLOSS projects follow a power law distribution in size, meaning that there are a few very big projects and a lot of small ones. Such a distribution makes the notion of a “typical” project meaningless.

We speculate instead that while large projects have meetings, small projects have only a few members who may already know each other from prior interactions (perhaps making such teams more like typical organizationally sponsored distributed teams). The most interesting case for further study, then, should be medium-sized projects, ones that have reached a size where face-to-face interactions would be beneficial or even necessary but where the resources to support such meetings have not yet developed. In terms of the taxonomy of voluntary organizations proposed by Handy, these projects are also transitioning from mutual interest organizations focused on the needs of members, to service organizations addressing the needs of a larger population of users, with the inherent tensions this transition implies [59]. There may be a natural evolution as projects grow until they reach a point where developers need to meet to be able to manage the further development of the project. We have heard anecdotaly of projects of this size where members try to arrange meetings at various conferences that they attend, but we have not yet been able to study them systematically. It is unclear whether this is a step towards project success or a sign of serious continuing coordination difficulties within a project caused by more than growth. If the latter were the case, a one-time face-to-face meeting is unlikely to resolve such issues.
Similarly, developers on projects may go through a similar evolution in their participation. An active user may be quite effective without having ever met any other developers. However, it may be that developers typically meet at least some other developers face-to-face in the process of becoming accepted as core members of the project. Indeed, O’Mahony and Ferraro report that this practice is the policy for at least one large project: Debian [50]. At present, we do not have the data to answer this question because our interviews were all conducted with individuals who were present at conferences. A more systematic survey of core developers and co-developers is needed.

In conclusion, it seems clear that research on the development practices of FLOSS teams needs to take into account face-to-face interactions, at least for large projects and possibly for others as well. Understanding these interactions is important for understanding both the social development of the team and the development of the system. In particular, the phenomenon of “sprints” seems to be a rich area for further study. Second, we need more systematic data about who attends face-to-face meetings and who does not. Such data would help understand the evolution of individual roles within teams and the role of face-to-face meetings in the life of distributed teams.

APPENDIX A

OBSERVATION CHECKLIST

- What exactly do the group members do while at the conference? Do they develop code, talk about project plans and goals, socialize? Is the conference a time to write complicated portions of code, talk about goals and directions, or just have fun and develop cohesion?
- The amount of work done (if any) and how things are accomplished at the conference are communicated to the rest of the group.
- Differences in roles inferred from interactions.
- Norms that can be inferred from the interactions.
- Are there any new members introduced at the conference?

APPENDIX B

INTERVIEW QUESTIONS

1. General/demographic:
   a. What projects are you involved in?
      i. How big is it; how long has it been going; URL?
   b. What is your role in these projects?
   c. What is the level of your involvement in these projects?
   d. How many people do you work with in your project/sub-project?
   e. Are you paid by your employer to work on this project?

2. Conference:
   a. Why did you decide to attend the conference?
      i. What do you hope to get out of being here?
   b. Have you learned anything new (about the project, your team members, or the ASF)?
   c. Who’s paying for the trip?
   d. How do you spend your time here?

3. How do you assess whether a project is a success?

4. Collective mind/shared mental models:
   a. What are your project goals as you see them?
      i. Is there a general agreement in the group about the goals of the project and what other members are working on?
   b. What factors do you think are important for a project to be successful?
      i. In your opinion, what’s the relative importance of team composition (number, skill, experience of developers) versus practices versus external factors?
   c. Have you ever been involved in a failed project?
      i. If so, what do you think were the factors that led to its failure?
(b) When you think about your team, do you have a good sense of what needs to be done and what others are doing?
   (i) Is that understanding generally shared by other developers, or do they have different understandings?
   (ii) How are misconceptions or misinterpretations addressed when they occur?
(c) How does the group maintain a common understanding of the code structure, design, and coding style?
(d) Have you ever had difficulties in interpreting some of the goals or requests (by other team members, developers external to the team, etc.)?
(e) What resources are available for members when they have questions or need help completing a particular task?
(5) Socialization:
   (a) How do you recruit/select new members?
   (b) How are new members brought in to the team and introduced to the ways things are done within the project?
      (i) Do you have any protocols established to get new team members/volunteers integrated into the team?
      (ii) How do new members get up to speed in terms of the code structure?
(c) What resources are available for new members when they have questions or need help completing a particular task?
(d) Does the team do anything special to be sure new members share common understandings?
      (i) Are there social events that members attend (f-t-f or otherwise)?
      (ii) Are there commonly retold war stories about the project?
(6) Coordination:
   (a) What are the main activities within the project?
   (b) How interdependent are these activities on each other?
      (i) What are the main coordination problems you face during the development?
      (ii) How do team members coordinate their work?
      (iii) Can you remember a time when your work was interrupted because you were waiting for something from another project member?
         (1) Can you recall how that situation was resolved?
(2) Was that situation something that you could live with or did you want to stop that sort of thing from happening again?
   (iii) Can you think of a time in which you were waiting for something from another project whose code yours uses?
(c) What guides what you work on?
   (i) How are tasks identified, prioritized, and assigned in your project? (Does one person decide; the whole group; segment of the group; each developer individually?)
   (ii) How are the identified tasks and the assignments communicated to the group?
   (iii) Do you use any software tools to help this process?
(d) Problem solving:
   (i) Who identifies problems? Are they internal or external to the team?
   (ii) How many people identify plans/new features/new functionality to be added? Are they internal or external to the team? Who decides whether to accept those contributions?
(e) Process:
   (i) Would you describe the process of adding a new feature?
   (ii) Would you describe the process of fixing a bug?
   (iii) Has your project developed any unique processes or practices that you think are particularly helpful?
(f) Written rules and procedures:
   (i) Does the project have written procedures/rules/guidelines that determine task management or members’ involvement and contributions?
   (ii) Describe the process by which these written procedures/rules/guidelines are developed.
(7) Roles:
   (a) What roles exist in the group?
      (i) What are the responsibilities of such roles?
   (b) How were these roles assigned or did they emerge?
   (c) How are these role modified?
(8) Conflict management:
   (a) How does your team deal with conflicts?
   (b) How does the team resolve problems?
(c) If, during problem solving, different alternatives emerge, who makes the decision?

(9) Corporate involvement:
(a) Is there corporate involvement in your project?
   (i) What type of involvement?
(b) Do you know which other developers are corporately funded?
   (i) Does knowing who is corporately funded change your attitude to them or their code?
   (ii) If you do know corporately funded developers, are you interested in their institutional situation (e.g., who’s their boss, why (strategically) the company is involved)?

(10) Communication/organizational structure:
(a) By what means do you communicate with your team members (telephone, email, IRC)?
(b) What percentage would you give each of these?
(c) Do you meet other members of your project face-to-face? Which ones? How often?
(d) Do you find that you use different online mediums for specific communication tasks (i.e., do you find you use IRC for brainstorming, email for scheduling tasks, etc.)?
(e) Are records kept of all communications?
(f) Can a new team member or non-member access these records?

(11) Time spent on FLOSS development:
(a) How many hours a week do you work on FLOSS?
(b) How did you get started with FLOSS?
(c) (If they work for a company) Does your company release all software that incorporates FLOSS back into the FLOSS community or does it make some of it propriety?
(d) Are you involved in any FLOSS projects simply for the fun of it without a work angle (I ask because I get the impression that most of the people actually do so because they make a living out of it)?
(e) What percentage of your income is derived from FLOSS-related work?
(f) What is your educational background?

(12) Future of FLOSS
(a) How do you see the future of FLOSS development?
(b) What is your feeling on software patents?
(c) What do you think are the dangers and benefits of the increasing involvement of big companies in FLOSS?
(d) Have you felt any changes since a corporate sponsor got involved?
(e) Do you feel that the involvement of novices in FLOSS leads to a beneficial bazaar effect or more to a town meeting effect?

(13) Research questions
(a) What kind of research or research results do you think would be beneficial to your project or the FLOSS community in general?
(b) What do you think of our research questions?
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