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Introduction

In this chapter, we develop and illustrate measures of the effectiveness of FLOSS 

projects. FLOSS is a broad term used to embrace software that is developed 

and released under either a “free software” or an “open source” license. While 
the free software and the open source movements are distinct, both kinds of 
licenses allow users to obtain and distribute the software’s original source 

without charge (software is “free as in beer”) and to inspect, modify, and 
redistribute modifications to the source code. While the open source movement 

views these freedoms pragmatically (as a development methodology), the 
free software movement emphasizes the meaning of “free as in speech,” 
which is captured by the French/Spanish libre, and one of their methods of 

supporting those freedoms is “copyleft,” famously embodied in the General 
Public License, meaning that derivative works must be made available under 
the same license terms as the original. This chapter focuses on development 

practices in distributed work, which are largely shared across the movements. 
For example, many (though by no means all) FLOSS developers contribute to 
projects as volunteers without working for a common organization or being 
paid. We therefore use the acronym FLOSS to refer collectively to free/libre and 

open source software. 
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It is important to develop measures of effectiveness for FLOSS projects for 

at least two reasons. First, having such measures should be useful for FLOSS 

project managers in assessing their projects. In some cases, FLOSS projects are 

sponsored by third parties, so measures are useful for sponsors to understand 

the return on their investment. Second, FLOSS is an increasingly visible and 

copied mode of systems development. Millions of users depend on FLOSS 

systems such as Linux and on the Internet, which is itself heavily dependent 

on FLOSS tools, but as Scacchi (2002a, p. 1) notes, “little is known about how 
people in these communities coordinate software development across different 

settings, or about what software processes, work practices, and organizational 
contexts are necessary to their success.” An EU/NSF workshop on priorities for 
FLOSS research identified the need both for learning from open source modes 

of organization and production that could perhaps be applied to other areas 

and for a concerted effort on open source in itself, for itself (Ghosh 2002). But to 
be able to learn from teams that are working well, we need to have a definition 
of working well.

In the following sections of the chapter, we will first discuss several 

measures of project effectiveness, and then the procedure we used to obtain 

data with which to operationalize these measures, followed by the details of 

the analysis approach. We then present the results of this analysis and discuss 

the implications of these results. We then illustrate how these measures can be 

used to compare projects as part of a research study. We conclude with some 

suggestions for future research. 

Measuring Project Effectiveness

The most commonly cited model for information systems success is DeLone 

and McLean (1992, 2002, 2003), shown in Figure 8.1. This model suggests six 
interrelated measures of success: system quality, information quality, use, 

user satisfaction, individual impact and organizational impact. Seddon (1997) 
proposed a related model that includes system quality, information quality, 

perceived usefulness, user satisfaction, and IS use. DeLone and McLean state 

that their model was built by considering “a process model [that] has just three 

components: the creation of a system, the use of the system, and the consequences 

of this system use” (2002, p. 87). We note that the measures included in their 
model focus on the use and consequences of the system and do not consider 

development. The choice of measures seems to be influenced by the relative ease 

of access to the use environment compared to the development environment 
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(especially true for packaged or commercial software). In the context of FLOSS 
though, researchers are frequently faced with the opposite situation, in that the 

development process is publicly visible and the use environment is difficult 

to study or even identify. We therefore start with a discussion of measures of 

success of the development process before considering the factors suggested by 

DeLone and McLean. 

EffEcTivEnESS Of THE PROcESS Of SySTEm DEvElOPmEnT

For FLOSS projects, development is often considered an ongoing activity, as 

the project continues to release “often and early” (Raymond 1998). In other 
words, a FLOSS project is characterized by a continuing process of developers 

fixing bugs, adding features and releasing software. This characteristic of the 

FLOSS development process suggests a number of possible indicators of project 

effectiveness. 

Number of Developers

First, since many FLOSS projects depend on volunteer developers, the ability of 

a project to attract and retain developers on an on-going basis is important for its 

success. Thus the number of developers involved in a project could be an indicator 

of success, both as an input for further develop and as an indirect measure of 

developer satisfaction with the project’s processes and output. The number of 

developers can be measured in at least two ways. First, FLOSS development 

systems such as SourceForge (a free Web-based system that provides a range of 

tools to facilitate FLOSS development: http://sourceforge.net/) list developers who 

are formally associated with each project, meaning that they have been granted 

Figure 8.1 DeLone and mcLean’s model of information system success

Source: DeLone and McLean (1992, p. 87)
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permission to add code (to be a “committer”) to the source code control system 
(e.g., CVS). In projects hosted elsewhere, this measure could be performed by 
examination of CVS logs to see which developers commit code. In both cases 

though, this count would give an underestimate of developers for projects in 

which code is generally contributed on a mailing list and integrated by a few 

developers, suggesting the need for caution in developing this measure. 

Second, examination of the mailing lists and other fora associated with 

projects can reveal the number of individuals who actively participate in development 

activities without being formally a developer on the project. This measure can 

help gauge the level of involvement of the users as indicated by involvement 

of the users in submitting bug reports and participating in the project mailing 

lists, which is important because most FLOSS projects are dependent on help 

from users to identify problems, post suggestions, and even provide support 

for other users.

Level of activity

More important than the sheer number of developers is their contribution 

to a project. Thus the level of activity of developers in submitting code and 

bug reports may be useful as an indicator of project success. For example, 

SourceForge computes and reports a measure of project activity based on the 

activities of developers. Researchers could also examine development logs for 

evidence of software being written and released. 

Cycle time

Another measure related to the group activity is time between releases. In 

FLOSS development, there is a strong community norm to “release early and 

release often”, which implies that an active release cycle is a sign of a healthy 
development process and project. For example, FreshMeat (a web-based system 

that tracks releases of FLOSS: http://freshmeat.net/) provides a “vitality score” 
(Stewart and Ammeter 2002) that assesses how recently a project has made 
an announcement of progress on the FreshMeat site (http://freshmeat.net/faq/

view/27/). (However, there is some suggestion that these measures are being 
gamed by developers anxious to see their project highly rated, again suggesting 

the need for caution in interpreting the numbers.)

More detailed examination of bug-fixing and feature-request fulfillment 

activities can yield useful process data indicative of the project’s status. Bug 
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reports and feature requests are typically managed through a task-management 
system that records the developer and community discussion, permits labeling 

of priority items and sometimes includes informal “voting mechanisms” to 
allow the community to express its level of interest in a bug or new feature. The 

time to close bugs (or implement requested features) can be used as a measure of 
this aspect of project success. 

PROjEcT TEam EffEcTivEnESS mEaSuRES

Finally, because the projects are ongoing, it seems important to consider the 

impact of a project on the abilities of the project team itself and its ability to 

continue or improve the development process. As Shenhar et al. (2001, p. 704) 
put it: “how does the current project help prepare the organization for future 

challenges?” 

Employment opportunities

Some literature on the motivation of FLOSS developers suggests that developers 

participate to improve their employment opportunities (e.g., Lerner and Tirole 

2000). Thus, one can consider salary (Hann et al. 2002) or jobs acquired through 

the involvement in a particular project as possible measures of success. For 

example, Hann et al. (2002) found that higher status within the Apache project 
was associated with significantly higher wages. Again, one might measure 

these indicators by surveying developers. While for a single developer, these 

measures are confounded with innate talent, training, luck, etc., aggregating 
across many developers and across time may provide a useful project-level 

measure of success. 

Individual reputation

Similarly, literature also suggests that developers participating in FLOSS 

projects are rewarded with reputation in the community, and that this reputation 

is a sufficient reward for interaction. Kelty (2001) suggests that reputation 
might be measured through an analysis of credits located in source code 

(which he terms “greputation”). Alternative measures of FLOSS reputation 
might include the FLOSS communities’ implementation of a “Web of Trust” 
at the community site Advogato (http://www.advogato.org/trust-metric.

html) where developer status is conferred through peer review. Analyses of 
this kind of measure face the difficulty of tying the earning of reputation to 
the success of a particular project. 
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These measures might also be applied at the project level. Crowston, 

Howison and Annabi (2006) suggested recognition (e.g., mention on other sites) 
as a measure of project success. Similarly, another suggested measure was the 

influence of the product or project’s process on other FLOSS groups and other 

commercial settings.

Knowledge creation

Projects can also lead to creation of new knowledge for individuals as well as on 

the group level (Arent and Nørbjerg 2000). Through their participation in a 
project, individual developers may acquire new procedural and programming 

skills that would benefit them on future projects. This effect could be measured 
by surveying the developers for their perceived learning. 

In addition, following Grant’s (1996) knowledge-based view of the firm, 
we view a firm (or in this case, a project) as a structure to integrate members’ 
knowledge into products. In this view, the project’s rules, procedures, norms, 
and existing products are a reflection of knowledge being created by the 
project activities. This knowledge creation can be measured by observing and 

qualitatively analyzing changes in the written rules and procedures over time 

and may be reflected and transferred through the development of systems for 

FLOSS project support, such as SourceForge and Savannah. Analysis of the 

development of interactions and support systems closely linked to a project 
might give some insight into this aspect of project success.

mEaSuRES Of THE OuTPuT Of SySTEmS DEvElOPmEnT 

Two of the measures in the DeLone and McLean’s model concern the product 

of the systems development process, namely systems quality and information 

quality. We first consider possible additional measures of this process step 

before turning to those measures. 

Project completion

First, given the large number of abandoned projects (Ewusi-Mensah 1997), 
simply completing a project may be a sign of success. However, many FLOSS 

projects are continually in development, making it difficult to say when they 
are completed. Faced with this problem, Crowston and Scozzi (2002) instead 
measured success as the progress of a project from alpha to beta to stable status, 

as self-reported on SourceForge. 



flOSS PROjEcT EffEcTivEnESS mEaSuRES 155

Second, another commonly used measure of success is whether the project 

achieved its goals. This assessment is typically made by a comparison of the 

project outcomes with the formal requirements specifications. However, FLOSS 

projects often do not have such specifications. Scacchi (2002b) examined the 
process of “requirements engineering” in open source projects and provided a 
comparison with the traditional processes (e.g., Jackson 1995; Davis 1990). He 
argues that rather than a formal process, FLOSS requirements are developed 

through what he terms “software informalisms”, which do not result in agreed 
“requirements documentation” that could later be analyzed to see whether 
the project has met its goals. Scacchi’s ethnography suggests that for FLOSS, 

goals will likely come from within through a discursive process centered on 
the developers. Therefore, a key measure for FLOSS may be simply developer 

satisfaction with the project, which could be measured by surveying developers. 

The developer community is much more clearly delineated than users, 

making such a survey feasible. Indeed, there have already been several FLOSS 
developer surveys (e.g., Ghosh 2002; Hertel et al. n.d.) though not on this topic 
specifically. Since in many projects there is a great disparity in the contribution 

of developers—a few developers contribute the bulk of the code (Mockus et 
al. 2000)—it may be desirable to weight developers’ opinions in forming an 
overall assessment of a project. 

System and information quality

Code quality has been studied extensively in software engineering. This 

literature provides many possible measures of the quality of software including 

understandability, completeness, conciseness, portability, consistency, 

maintainability, testability, usability, reliability, structuredness, and efficiency 

(Boehm et al. 1976; Gorton and Liu 2002). To this list might be added the quality 

of the system documentation. Code quality measures would seem to be particularly 

applicable for studies of FLOSS, since the code is publicly available. Indeed, 

a few studies have already examined this dimension. For example, Stamelos 

et al. (2002) suggested that FLOSS code is generally of good quality. Mishra, 
Prasad and Raghunathan (2002) offer an analytic model that suggests factors 
contributing to FLOSS code quality, such as number of developers, mix of talent 

level, etc. On the other hand, not many FLOSS systems include information per 

se, so the dimension of information quality seems to be less applicable.
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mEaSuRES Of EffEcTivEnESS fROm THE uSE Of a SySTEm

User satisfaction

User satisfaction is an often-used measure of system success. For example, it is 

common to ask stakeholders if they felt a project was a success (e.g., Guinan et 
al. 1998). There is some data available regarding user satisfaction with FLOSS 
projects. For example, FreshMeat collects user ratings of projects. Unfortunately, 

these ratings are based on a non-random sample (i.e., users who take the time 
to volunteer a rating), making their representativeness suspect. Furthermore, 
we have observed that the scores seem to have low variance: in a recent sample 

of 59 projects, we found that scores ranged only from 7.47 to 9.07. It seems 

likely that users who do not like a piece of software simply do not bother 
to enter ratings. There do not seem to be any easily obtainable data on the 

related measures of perceived ease of use and usefulness (Davis 1989). Opinions 

expressed on project mailing lists are a potential source of qualitative data on these 

facets, though again there would be questions about the representativeness of 

the data.

In principle, it should be possible to survey users to collect their satisfaction 

with or perceptions of the software. However, to do so properly poses a serious 

methodological problem. Because most FLOSS projects are freely distributed 

through multiple channels, the population of users is unknown, making it 
impossible to create a true random sample of users. In this respect, FLOSS 

differs greatly from information systems developed in an organizational setting 

that have a clearly defined user population. The situation is also different than 

for the Web, another non-traditional systems environment, because with a Web 

site users are by definition the ones who visit the site, making the population 
effectively self-identifying. To achieve the same effect for FLOSS, the best 

solution might be to build the survey into the software, though doing so might 

annoy some users. 

Use

Although there is some debate about its appropriateness (DeLone and 

McLean 2003; Seddon 1997), many studies employ system use as an 
indication of information systems success. For software for which use 

is voluntary, as is the case for most FLOSS, use seems like a potentially 
relevant indicator of the project’s success. Unfortunately, actual usage data 

are available for only a few FLOSS projects. For example, Netcraft conducts 
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a survey of Web server deployment (http://news.netcraft.com/archives/ 

webserver_survey.html), which estimates the market share of different Web 
servers. Other projects that require some kind of network connection could 
potentially be measured in the same way (e.g., instant messaging or peer-

to-peer file sharing clients), but this approach does not seem to be widely 
applicable. Many programs do check regularly for updated versions, which 
would provide a good measure of actual use, but these numbers do not seem 

to be publicly available. 

Popularity

Rather than measuring actual use, it may be sufficient to count the actual or 

potential number of users of the software, which we label “popularity” (Stewart 
and Ammeter 2002). A simple measure of popularity is the number of downloads 

made of a project. These numbers are readily available from various sites. Of 

course not all downloads result in use, so variance in the conversion ratio will 

make downloads an unreliable indicator of use. Furthermore, because FLOSS 
can be distributed through multiple outlets, online as well as offline (e.g., on 

CDs), the count from any single source is likely to be quite unreliable as a 
measure of total users. A particularly important channel is “distributions” such 
as RedHat, SuSE or Debian. Distributions provide purchasers with pre-selected 

bundles of software packaged for easy installation and are often sold on a CD-
ROM to obviate the need to download everything. Indeed, the most popular 

software might be downloaded only rarely because it is already installed on 

most users’ machines and stable enough to not require the download of regular 

updates. Therefore, an important measure of popularity to consider is the 

package’s inclusion in distributions. Crowston et al. (2006) found that developers 
consider porting of a product to different systems (especially to Windows), and 
requests for such ports as a measure of the success of the product. This theme 

might be considered a special case of popularity. 

Other sources of data reflecting on users are available. Freshmeat provides 

a popularity measure for packages it tracks, though a better name might be 
“interest”, as it is one step further removed from actual use. The measure is 
calculated as the geometric mean of subscriptions and two counts of page 

viewings of project information. Similarly, SourceForge provides information 

on the number of page views of the information pages for projects it supports. 

Finally, it may be informative to measure use from perspectives other than 

that of an end user. In particular, the openness of FLOSS means that other 
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projects can build on top of it. Therefore, one measure of a project’s success 

may be that many other projects use it. Package dependency information between 

projects can be obtained from the package descriptions available through the 
various distributions’ package management systems. Analysis of source code 
could reveal the reuse of code from project to project (though identifying the 

origin could be difficult). 

Individual or organizational impacts

The final measures in DeLone and McLean’s (1992) model are individual and 
organizational impacts for the users. Though there is considerable interest in the 

economic implications of FLOSS, these measures are hard to define for regular 

information systems projects and doubly hard for FLOSS projects, because of the 

problems defining the intended user base and expected outcomes. Therefore, 

these measures are likely to be unusable for most studies of individual FLOSS 
projects. 

SourceForge Data on Effectiveness

In this chapter, we illustrate the use of a portfolio of measures in two ways. 

Specifically, we analyze four possible success measures, namely number of 

developers, number of mailing list participants, and number of downloads 

and page views for SourceForge projects in general and for a smaller sample 

of projects in more detail. These measures were chosen from the list above 

because they included both inputs (number of developers and users) and 
outputs (number of downloads and project Web page views). 

Each of the proposed measures has good face validity, in the sense that 

a project that attracts developers and that many users download should be 

described as a success, especially if it continues to do so over time. However, 

we are interested in assessing how these measures relate to one another: do 

they measure the same construct or are they measuring different aspects of 

a multidimensional success construct? And most importantly, what insight 

do they provide into the nature of the development processes in the different 

projects? 

In this section, we illustrate these measures using data about a large sample 

of FLOSS projects at a single point in time. To create a sample of FLOSS projects, 

we selected from projects hosted by SourceForge. As of May 2007, SourceForge 

claimed nearly 150,000 FLOSS projects on a wide diversity of topics. 
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Data for the four measures adopted are tracked by SourceForge and 
available for research from the SourceForge Research Data Archive (http://www.

nd.edu/~oss/) and from the FLOSSmole project (http://ossmole.sourceforge.
net; Howison et al. 2006). We obtained downloads, page views, and number 
of unique users in messages from the April 2007 dump in the SourceForge 

Research Data Archive (table stats_project_all). The developer count in this 
table counts active developers (though the definition of active is not given), so 
we obtained the total listed developer count from the April 2007 spider run in 

FLOSSmole. Projects that could not be spidered by FLOSSmole were eliminated 

from the sample. NULL values in the database dumps were replaced with 0s. 

The full dataset included 65,070 projects. 

Clearly not all of these projects were suitable for our study: many are 

inactive and previous studies have suggested that many are in fact individual 

projects (Krishnamurthy 2002), as is borne out by the median of one developer. 
The low median number of downloads suggests that many of these projects are 

not actively distributing code. Since we are primarily interested in development 

practices in distributed groups, we restricted our analysis to projects that listed 

more than seven developers and had any downloads as of the date of the study. 

Being listed as a developer grants write access to the project’s code base, so 

projects with multiple developers are ones that might be expected to experience 

significant coordination issues. Having downloads is indicative of a minimal 

level of development effort and having released files. Only 2,168 projects in 

our dataset satisfied these two criteria. Table 8.2 shows the descriptive statistics 

for the four measures. The large difference between the mean and median for 

these variables indicates that they are heavily skewed. The skew can be largely 
corrected for downloads and page views by applying a log transformation, as 

shown by the histograms of these measures in Figure 8.2. However, the other 

two variables remain heavily skewed even with such a transformation. (The 
skew in developer counts is even more pronounced for the entire dataset, so it 
is not a result of the sampling.)

table 8.1 Descriptive statistics for selected effectiveness measures for 

the full sample of projects

Variable Mean Median Standard deviation

downloads 10,760 52 423,103

page views 75,908 628 3,564,219

developers 2.35 1 4.45

unique message authentication 1.59 1 5.36

N = 65,070
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table 8.2 Descriptive statistics for selected effectiveness measures

Variable Mean Median Standard deviation

downloads 138,818.4 5,316.5 1,225,832

log downloads 3.68 3.73 1.17

page views 868,641.2 46,131.5 8,643,556

log page views + 1 4.62 4.66 1.18

developers 15.87 12 16.02

log developers 1.12 1.08 0.22

unique message authentication 6.67 1 23.68

log unique message authentication + 1 0.54 0.30 0.40

N = 2,168
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Figure 8.2 Distributions of selected variables (log transformed)
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We next examine the relation among these variables. Because the data 

are not normally distributed, we examined the relation using non-parametric 

correlation, namely Spearman’s R (results using Kendall’s tau are similar). The 
correlations are shown in Table 8.3. These correlations suggest that downloads 

and page views are closely related, so both indicate a project’s overall popularity. 

Interestingly, the level of participation in the messages seems to be more closely 

related to popularity than to the number of developers, suggesting this measure 

as a way to gauge the broader community around a project. 

For comparison, Table 8.4 shows the correlations calculated for the entire 

dataset. The correlation for downloads is about the same, but note that including 

all projects boosts the correlation between the number of developers and 

number of posters of messages, likely because of the large number of projects 
scoring very low on both measures. This result underscores the importance of 

developing a sample that properly captures the phenomenon of interest (in 

our case, distributed software development rather than simply creation of a 

SourceForge project). 

table 8.3 Spearman’s r correlations among variables for active projects

Downloads Page views Developers

page views 0.75

developers 0.21 0.25

unique message authentication 0.30 0.28 0.06

N = 2,168

table 8.4 Spearman’s r correlations among variables for all projects

Downloads Page views Developers

page views 0.74

developers 0.18 0.33

unique message authentication 0.29 0.35 0.22

N = 65,070

Case Study

In this section we present an example of how these measures might be used 

to compare the effectiveness of projects as a dependent variable in a study. We 

compare six FLOSS projects chosen to allow for meaningful comparisons. First, 
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we controlled for topic. Projects within a single topic category are potential 

competitors so making comparisons of outcomes such as downloads between 
these projects valid. Second, to minimize unwanted variance, we chose projects 

that are roughly similar in age and status (production/stable). Projects at this 
stage have relatively developed membership and sufficient team history, yet 

the software code still has room for improvement, which enables us to observe 

rich team interaction processes. On the other hand, we wanted to have projects 

at different levels of complexity to provide for variability. Accordingly we 

picked three projects that develop enterprise resource planning (ERP) systems 
(Compiere, WebERP, and Apache OFBiz) and three teams that develop Instant 
Messenger (IM) clients (Gaim, aMSN, and Fire). ERP projects are more complex 
than IM projects since they have to address many external constraints such as 

accounting rules and legal reporting requirements. 

The array of measures presented in Figure 8.3 and Figure 8.4 use data collected 

by the FLOSSmole project (Howison et al. 2006) from the project establishment 
in SourceForge until around March 2006. Note that we have taken advantage of 
the rich data available to show the evolution of these measures over time, rather 

than comparing all time measures. This comparison suggests that the most 

effective IM project is Gaim, followed by aMSN, then Fire, and the most effective 

ERP project is Compiere followed by OFBiz then WebERP. Further study can 

then address the question of what practices adopted by these different projects 

seem to be related to these differences in effectiveness. For example, what (if 

anything) are Gaim developers doing that makes the project more attractive to 
other developers or the resulting program more attractive to users?

Figure 8.3 Comparison of effectiveness measures for Im projects
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Conclusions

This chapter makes a contribution to the developing body of empirical 
research on FLOSS by identifying a collection of success measures that might 

be applied to FLOSS. We have collected data on four possible measures for a 

set of SourceForge projects and shown the relations among these measures. 

The four measures applied in this chapter all have face validity as indicators. 

We emphasize again that we do not view any single measure as the final 

word on success. The moderate correlation among these measures indicates 

a degree of convergent validity, but as the measures draw on different aspects 

of the development process, they offer different perspectives on the process. 

Including multiple measures in a portfolio should provide a better assessment 

of the effectiveness of each project. 

Most of the constructs considered in this chapter can be represented as 

cumulative variables, as in the large sample study above, or as time-series, as 

in our case study above. Even though the required analyses are more complex, 

there are clear reasons to prefer the time-series representation over the 

cumulative representation, especially as analysis moves to understanding the 

sources of project effectiveness. The underlying logic here is that the practices 

and structures reflected in the effectiveness measures may need to vary over 

time if projects are to successfully meet the challenges of different phases of the 

project’s development (e.g., Rajlich and B.K.H. 2000). For example, initially it 

Figure 8.4 Comparison of effectiveness measures for ErP projects



SuccESSful OSS PROjEcT DESign anD imPlEmEnTaTiOn1��

may be important to have a quite small group of developers, who can lay down 

a coordinated and consistently designed artifact, perhaps with appropriate 

modularity. Later, that small-team design may be better able to support a larger 

and rapidly growing group of developers (Senyard and Michlmayr 2004; Parnas 

et al. 1981). If such processes are at play, different measures may be appropriate 
for projects at different stages of growth. Furthermore there may be multiple 

routes to eventual success, and clustering time-series is a useful approach to 

understanding such paths (Stewart et al. 2006).

Time-series also offer the possibility of identifying periods of particular 

interest in the life of a project. For example, one can identify transition points 

through techniques such as interrupted time-series experiments. These 

techniques make it possible to identify projects that appeared to be performing 
well (on a combination of measures) but then stall, or projects that appeared to 
have stalled but manage to re-start and return to effective operation. The path 

of aMSN’s developer count in Figure 8.4 is a suggestive example, with two 

seeming transition points. Such transition points could highlight periods for 

in-depth analysis which may cast detailed light on project risks and effective 
coping strategies. 

Having identified particular effective projects, our future work includes 
more detailed analysis of the projects. We plan to employ a theoretical sampling 

strategy to choose a few FLOSS development teams to study in depth. By 

limiting the number of projects, we will be able to use more labor-intensive 

data analysis approaches to shed more light on the practices of effective FLOSS 

teams. 
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